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**Pre Lab:** Reviewed priority queue and understood the two given header files

**Lab:**

**D\_pqueue.h:** had to change the template <typename T, typename Compare = greater<T> >

To template <typename T, typename Compare = less<T> > for program to work properly

#ifndef MINI\_PRIORITY\_QUEUE\_CLASS

#define MINI\_PRIORITY\_QUEUE\_CLASS

#include <vector>

#include "d\_heap.h"

#include "d\_except.h"

using namespace std;

// maintain a priority queue containing elements of data type

// T using a comparison function object of type Compare

template <typename T, typename Compare = less<T> >

class miniPQ

{

public:

miniPQ();

// create empty priority queue

int size() const;

// return the number of elements in the priority queue

bool empty() const;

// is the priority queue empty?

void push(const T& item);

// insert item into the priority queue

// Postcondition: the heap size increases by 1

void pop();

// remove the element of highest priority.

// Precondition: the priority queue is not empty.

// if condition fails, the function throws the

// underflowError exception.

// Postcondition: the heap decreases by 1

T& top();

// return the element of highest priority

// Precondition: the priority queue is not empty.

// if the condition fails, the function throws the

// underflowError exception

const T& top() const;

// constant version

private:

vector<T> pqList;

// pqList holds the priority queue elements

Compare comp;

// function object used for comparisons

};

// constructor. create empty priority queue

template <typename T, typename Compare>

miniPQ<T,Compare>::miniPQ()

{}

// return the size of the priority queue

template <typename T, typename Compare>

int miniPQ<T,Compare>::size() const

{

return pqList.size();

}

// return true if the priority queue is empty and false

// otherwise

template <typename T, typename Compare>

bool miniPQ<T,Compare>::empty() const

{

return pqList.empty();

}

// insert a new item in the priority queue

template <typename T, typename Compare>

void miniPQ<T,Compare>::push(const T& item)

{

// insert the item at the end of the vector

// call pushHeap() to restore the heap condition.

pqList.push\_back(item);

pushHeap(pqList,pqList.size(), comp);

}

// remove the element of highest priority,

template <typename T, typename Compare>

void miniPQ<T,Compare>::pop()

{

// check for an empty priority queue

if (pqList.empty())

throw underflowError("miniPQ pop(): empty list");

// call popHash() to put element at back of the vector

popHeap(pqList, pqList.size(), comp);

// delele element from back of pqList

pqList.pop\_back();

}

template <typename T, typename Compare>

T& miniPQ<T,Compare>::top()

{

// check for an empty heap

if (pqList.empty())

throw underflowError("miniPQ top(): empty list");

// return the root of the heap

return pqList[0];

}

template <typename T, typename Compare>

const T& miniPQ<T,Compare>::top() const

{

// check for an empty heap

if (pqList.empty())

throw underflowError("miniPQ top(): empty list");

// return the root of the heap

return pqList[0];

}

#endif // MINI\_PRIORITY\_QUEUE\_CLASS

**Preqrec.h:**

#ifndef PROCESSREQUESTRECORD\_CLASS

#define PROCESSREQUESTRECORD\_CLASS

#include <iostream>

#include <string>

using namespace std;

class procReqRec

{

public:

// default constructor

procReqRec()

{}

// constructor

procReqRec(const string& nm, int p){

name = nm;

priority = p;

}

// access functions

int getPriority(){

return priority;

}

string getName(){

return name;

}

// update functions

void setPriority(int p){

priority = p;

}

void setName(const string& nm){

name = nm;

}

// for maintenance of a minimum priority queue

friend bool operator< (const procReqRec& left, const procReqRec& right);

// output a process request record in the format

// name: priority

friend ostream& operator<< (ostream& ostr, const procReqRec& obj);

private:

string name; // process name

int priority; // process priority

};

bool operator< (const procReqRec& left, const procReqRec& right){

if(left.priority < right.priority){

return true;

}

else{

return false;

}

}

ostream& operator<< (ostream& ostr, const procReqRec& obj){

ostr << obj.name << ": " << obj.priority;

return ostr;

}

#endif // PROCESSREQUESTRECORD\_CLASS

**Lab\_08.cpp:**

#include <iostream>

#include <stdlib.h>

#include "preqrec.h"

#include "d\_except.h"

#include "d\_pqueue.h"

#include "d\_heap.h"

using namespace std;

int main()

{

int f = rand()%39;

int f1 = rand()%39;

int f2 = rand()%39;

int f3 = rand()%39;

int f4 = rand()%39;

int f5 = rand()%39;

int f6 = rand()%39;

int f7 = rand()%39;

int f8 = rand()%39;

int f9 = rand()%39;

miniPQ<procReqRec> pq;

procReqRec p("Process A", f);

procReqRec p1("Process B", f1);

procReqRec p2("Process C", f2);

procReqRec p3("Process D", f3);

procReqRec p4("Process E", f4);

procReqRec p5("Process F", f5);

procReqRec p6("Process G", f6);

procReqRec p7("Process H", f7);

procReqRec p8("Process I", f8);

procReqRec p9("Process J", f9);

pq.push(p);

pq.push(p1);

pq.push(p2);

pq.push(p3);

pq.push(p4);

pq.push(p5);

pq.push(p6);

pq.push(p7);

pq.push(p8);

pq.push(p9);

while(pq.empty() == false){

cout << pq.top() << endl;

pq.pop();

}

return 0;

}

**Sample Output:**

![](data:image/png;base64,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)

**Post Lab:** This lab was good at helping us get practice with priority queues and took me about 1 hour 30 minutes to complete and I completed this lab by myself with no help